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Abstract—The runtime of physical design has become a critical
issue for FPGA development as the scale and complexity of circuit
designs surge with the increasing logic capacity of FPGA devices.
The time-consuming process of physical design significantly
extends the cycle of design iteration, which heavily impacts the
efficiency of debugging and architecture optimization. To address
this issue, this work proposes a generic, fully-automated and split-
and-parallel physical design flow to accelerate the deployment of
large-scale circuits on FPGAs. Specifically, our flow automatically
partitions the synthesized netlist into multiple smaller pieces,
performs parallel physical design of each piece, and then merges
them into the complete design. Evaluated on a set of real circuit
benchmarks, our flow reduces the runtime by more than 50%
and ensures nearly the same design frequency compared to the
physical design flow provided by the commercial tool Vivado.

As the scale and complexity of circuits continue to grow,
the runtime issue of physical design on FPGAs has become
increasingly significant. The time-consuming process of place-
ment and routing directly extends the cycle of design iteration,
which affects the efficiency of debugging and performance
optimization of target designs.

In recent years, numerous efforts have been made to accel-
erate the physical design for FPGAs, and their methodologies
can generally be classified into two categories: Algorithm-
level parallelism first decomposes key physical design algo-
rithms, such as placement [3] and routing [4], into multiple
independent tasks, then executes these tasks in parallel on
GPUs [3] or multicore CPUs [4]. Most of these works don’t
consider timing optimization, which accounts for most runtime
of high-performance physical design and is difficult to paral-
lelize [1]. Design-level parallelism [1], [2] directly partitions
the original circuit into multiple disjoint islands, then performs
physical design on each island concurrently, and finally merges
them into the complete design. The state-of-the-art design-
level parallelism works are only applicable to HLS designs
with the dataflow architecture. Their implementation relies
on the module hierarchy information provided by the design
language and latency-insensitive nature of dataflow designs.

In this work, we explore the idea of design-level parallelism
at the netlist level and propose a fully automated, split-and-
parallel and high-performance physical design flow which
is independent of detailed circuit architectures or front-end
design languages. More specifically, our flow consists of three
main stages as illustrated in Fig. 1. The first stage transforms
the synthesized netlist into an abstract hypergraph, which aims
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Fig. 1. An illustration of proposed split-and-parallel physical design flow:
(a) the synthesized netlist; (b) the abstract hypergraph and its partition and
floorplan results; (c) split and parallel physical design of each island; (d) the
complete design after merging islands together.

to conceal some critical nets that may cause routing errors
or timing violations if cut during partitioning. In the second
stage, the entire FPGA is divided into disjoint islands using
a grid. Then we develop an efficient two-stage algorithm
to distribute abstract vertices across these islands, ensuring
multiple utilization constraints and minimizing the number of
inter-island nets. To guide the placement and routing of inter-
island nets, we extract the source cell of each inter-island
net and assign it to the boundary region. Then we perform
physical design of each island along with its boundary regions
in parallel and merge them into the complete design.

Evaluated on a set of FPGA designs with diverse architec-
ture patterns, our flow speeds up the process of physical design
by 1.6x–2.5x with an average frequency degradation of only
6% compared to the commercial tool Vivado.
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